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Abstract

Due to the ever rising competition in nearly all industrial sectors, there is a strong need for integrated information systems (ISs) that will store, retrieve, manipulate and exchange information efficiently to support all activities in an enterprise. Moreover, such an IS should not be a one-size-fit-all or a permanent solution; rather, the adaptability must be pursued so that the system can deal with all possible changes resulting from new technologies or new application demands. In this paper, we present our first experience with developing such an integrated IS for a technical application domain. From the data processing point of view, the environment to be managed consists of distributed client/server systems embodied by heterogeneous hardware and software components; unconventional data types such as multimedia data and HTML statements are to be managed; and effective and robust database (DB) support should be provided. To meet the challenges posed by these advanced applications, new information techniques, such as World Wide Web (WWW or Web) and object-relational database management systems (ORDBMSs), are employed to facilitate a platform-independent DB access via a versatile user interface, as well as powerful DB services with high extensibility.

1. Introduction

Although we have used DBMSs for more than 20 years in industrial domains to build up technical ISs supporting mission-critical design and development as well as production and maintenance work, we are still unable to shape truly integrated systems which can cover as many aspects of the requirement spectrum as possible. Such technical ISs have to provide adequate functions for storage and management, retrieval and update, as well as exchange and dissemination of a wide variety of information. They are necessarily exposed to distributed and to some degree autonomous client/server environments whose "natural appearance" is formed by heterogeneous hardware and software components (linked together by componentware). Indeed, while manual control procedures and semi-automated information exchange dominate its use in CAD environments, a technical IS is often not more than a conglomerate of relational or object-oriented DBs, files, text-processing documents, image/photo repositories, electronic mail systems, specialized CAD systems, etc., which is nowadays more and more extended by individual and unorganized Web usage.

To improve this situation, we started the RITA project [7] which is carried out in cooperation with a leading German manufacturer of automobile seats. Currently we are implementing a subsystem supporting the design and test of prototypical technical objects. A fundamental ingredient of the system is information management requiring effective and efficient DB support. To meet all challenges of this advanced application, new information techniques such as ORDBMSs and the ubiquitous Web should be employed to provide adequate DB services and to facilitate the platform-independent DB access.

As we know, there will be no single-step solutions towards integrated technical ISs, but only continuous improvements consisting of many comparatively small steps. On the other hand, in the competitive and ever-changing world with which every enterprise is confronted today, managing a huge amount of information in a system that is open, flexible, and extensible enough to withstand all possible changes will be essential for an enterprise to stay on the leading edge or even survive. These changes may be imposed by the emergence of new data types (e.g., the enormous interest in multimedia contents), by the new processing requirements accompanying the introduction of new data formats, by the advancement of domain-specific techniques (e.g., the adoption of new methods and equipments for seat testing), or by the development in computer hardware and software areas (e.g., upgrading to or setting in a new DB product or a new platform). Therefore, one of our main concerns by designing and implementing such an IS is the adaptability of the resulting system.

In this paper, we are focusing on the specific problems of connectivity in heterogeneous settings together with some DB support issues (such as extensibility of data types and functionality), which we feel are the core aspects in this regard. In particular, we investigate which role can be played by HTML documents, the HyperText Transfer Protocol (HTTP), and finally the huge information repository of the Web itself to improve technical ISs. We do not claim or want to prove that in such environments all DB or information retrieval/exchange problems can be solved by using the Web techniques.

In the next section, we will first outline the various information management tasks which we face in our RITA project. Then, Section 3 concentrates on enabling DB access in a heterogeneous environment. In Section 4, the specifics of Web connection as well as data modeling issues are investigated in order to manage the dynamics in application scenarios. The potential of intelligent Web usage, that is, the automatic provision of information services supporting the work of individuals or groups, is discussed in Section 5. Finally, in Section 6, we conclude this paper and give an outlook on future work.
2. RITA - a Heterogeneous, Adaptable IS for Technical Applications

The goal of our project RITA is to build an integrated IS to handle and/or support the technical applications involved in all essential processes of the enterprise. RITA will act as an information repository that manages data and experience of earlier development projects and test suites, and helps to optimize the preparation and execution of new tests by supporting the engineers in presenting the data in a suitable manner. Another aspect is to integrate relevant information of new projects in the knowledge pool. By establishing such kind of IS, the coordination and information exchange should be supported, resulting in shorter development cycles, making the achievement of goals more secure, and reducing development costs.

An integrated IS with these tasks and objectives can be functionally decomposed in many parts. It often manages huge amounts of complex data to be shared among independent or cooperative processes, in DBs. Moreover, it should also provide ways for the user to interact with the system, as well as ways for different components of the system to communicate with one another in a decentralized heterogeneous setting. Therefore, data modeling and manipulation, workflow management and control, as well as information processing in a heterogeneous client/server environment are three main aspects of the system. Moreover, the seamless integration into an existing infrastructure of the enterprise constitutes another important endeavor.

Typical characteristics centering on the role of RITA as an information repository can be summarized as below:

a. Large volumes of data with diverse structures should be stored and managed. There is a variety of complex data types, including texts and reports, sketches of test plans, photos and videos of test progresses, etc. Moreover, data structures range from simple flat structures (part catalog) to heterogeneous compound ones (CAD objects). Finally, dynamic integration and use of newly defined data types should be allowed in the IS.

b. Workflows and decision-making have to be supported. Therefore the full functional spectrum of an industrial-strength DBMS including ad-hoc querying must be guaranteed.

c. Object-oriented approaches are necessary for coping with the complexity in developing such a technical IS. In particular, to realize most of the sophisticated application logic related to, e.g. complex object processing, native interfaces to object-oriented programming languages such as Java or C++ will be of great use.

d. An open, heterogeneous computing environment based on Client/server architectures is now increasingly popular for IS. Consequently, it is also a great challenge to bring about succinct and platform-independent DB access in such a setting, to facilitate convenient interaction with the system, to provide a single and versatile catalog of local or global information repositories together, as well as to manage users through a uniform interface and communication service.

e. A characteristic group of the client/server applications are CAD applications with advanced modeling and high bandwidth demands on DB servers. Since they have to rely on data shipping techniques, such applications require efficient client-side data management support (object caching, consistency control, etc.).

f. Most importantly, to keep up with ever rising competition and ever varying circumstances, flexible reaction to changes is essential. An integrated technical IS with long-term goals should empower users to dynamically alter data presentation, functional requirements, application logic, and other aspects w.r.t. the environment.

Two significant advancement trends of the information technology, which are expected to make it possible to build larger ISs with features listed above, can be attributed to the emergence of the ORDBMS technique and the WWW technique. The former promises the fulfillment of requirements a, b, and c through its strong modeling power, the facilities of user-defined types and functions, support for object-orientation properties without sacrificing SQL and other mission-critical DB features such as robustness. And the latter can be exploited to achieve simple DB connectivity through HTML and CGI (Common Gateway Interface). Besides, it facilitates friendly, homogeneous, and tailorable browser interfaces, efficient Web services for local and also global information catalogs (e.g., ISO, Bookmarks, Hotlinks, etc.), as well as DB-based user group management for communication and authentication services (point d). Although ORDBMSs incorporate advanced modeling facilities, their availability at the client side remains an open problem which cannot be dealt with in this paper (point e). However, ORDBMSs offer the possibility to store HTML statements in DBs as data types, hence, these two techniques can be combined together, and their own flexibility can be employed to achieve more adaptable information repositories (point f).

The architecture of RITA based on these techniques is briefly illustrated in Fig. 1, while more detailed discussion will be made in the subsequent sections.

3. Supporting a Heterogeneous Environment

As stated above, one of the main problems in establishing a technical IS is to provide support for a heterogeneous environment, i.e., to support different hard- and
software platforms. Currently, we evaluate two different approaches for maintaining DB access w.r.t. their adequacy for our needs. The first one is the “classical” use of a programming language in conjunction with a platform-independent graphical user interface (GUI) toolkit, e.g., wxWindows [18]. The second one is to employ WWW-based DB access in order to have a platform-independent tool, i.e., the WWW browser, for data displaying. In the following we consider the pros and cons of both. After that, the ideas and the work to be done for employing the chosen technique will be described briefly.

3.1 Conventional client/server approaches

So far, client/server approaches are chosen to structure the application when DB access is involved. These approaches are typically based on traditional programming languages (e.g., C or C++) together with a platform-independent GUI toolkit and have some drawbacks concerning the implementation and maintenance of an application in a heterogeneous environment:

- A program with all its modules must be built (compiled and linked) on various platforms. That is, the graphical environment must be supported by the GUI toolkit. Moreover, libraries for DB access and communication as well as a compiler supporting the different libraries or language styles must be present for each platform. Hence, there are a lot of prerequisites to be met in order to really begin to write a program. Furthermore, a significant amount of the coding effort has to be spent for the interface part instead for the actual functionality.
- The installation and maintenance of a program is not only a time- and manpower-intensive task, but also raises the question about availability of testbeds for each environment during the development phase.
- The GUI with all its components is hard-coded into the application, therefore, is difficult to be adjusted to dynamics or changes, such as changes to the DB schema during application development.

However, the use of such conventional techniques for DB access in a heterogeneous environment has some advantages, too. These include the facility of implementing complex algorithms for the application using existing libraries, and the perhaps higher execution performance.

3.2 WWW-based techniques

For heterogeneous environments, the Web offers some rather opposite properties - accessibility and ease of use, but possibly compromising performance. Since the integration of the Java Virtual Machine (JVM) into WWW browsers, there exist two techniques for WWW-based DB access: CGI programs and Java applets.

CGI-based gateways

The CGI enables the WWW server to transfer data submitted from a WWW browser to a program residing on the server (see Fig. 2, ❶), to execute it (❷), and to transmit the resulting output (❸) back to the browser (❹). Such a program located at the server side can be a DB client which establishes a DB connection, submits a query to the DB server (❶), gets the result (❷), and converts it to an HTML page (❸) which is then transferred back to the browser (❹).

While in the past CGI programs for DB access had to be programmed in C or Perl, nowadays every DB vendor offers a special tool for this purpose. These tools are comfortable and provide a mixture of HTML and SQL, but they cannot overcome some principal shortcomings of the CGI when accessing DBs [11, 15]:

- As we have seen, six steps are needed to get a result from a DB server back to the browser. Each time a DB is accessed, a connection has to be established and access authorization has to be acquired. Since the DB server and the WWW server must be contacted for each query issued to the DB server, the WWW server is likely to become a bottleneck.
- Because of the statelessness of HTTP used for the communication between the WWW browser and the server, only single-query transactions are possible.
- In the case of failures, there may appear in-doubt situations, since the user cannot be sure whether or not the query execution was finished, e.g., connection failures may affect a query before (❶ or (❷) or after its execution (❶ to (❹). Hence, transaction properties (ACID) cannot be guaranteed even for single-statement updates [6]. Therefore, this update option may only be used if the user is willing to deal with in-doubt situations and if acceptable DB states can be reached. This means that such an approach is only tolerable for simple data structures without consistency constraints across objects or for less important data resources (without system-enforced consistency control).
- Another problem of CGI-based tools is their restricted access to only one DB server. In some cases, in conjunction with special products like IBM DataJoiner [9] or UnSQL/M [20], other DB servers can be accessed indirectly, causing further performance problems.

Nevertheless, CGI-based DB access has advantages, too:

- By using HTML forms and tables a GUI for data input and display can be developed in a straightforward way. Input forms and the resulting output pages can be created on-the-fly, providing the opportunity for dynamic reactions.
- To establish a DB frontend, a single HTML page is sufficient for

![Fig. 2: Database access from the Web (overview)]
the transfer to the browser. Hence, apart from a WWW browser and the server’s address, there are no prerequisites to access a DB in a distributed and heterogeneous environment.

- Because of having only CGI programs and HTML pages both of which reside on the WWW server, all changes can be done in a central place, having minimal administration costs.

If low bandwidth and user-responsible consistency control is tolerable for DB applications in a heterogeneous environment, this approach saves budget and time [11]. Due to the mentioned strengths, CGI-based DB access is the right choice for low-frequency access to simply-structured, low-volume DBs, e.g., for our application inserting measurement data of tests three or four times a day or browsing data of previous tests.

**Using Java**

The programming language Java offers new opportunities for accessing a DB from a WWW browser. An applet, i.e., a Java program embedded in an HTML page and transferred to the browser using a normal HTTP connection ((1) and (2), see Fig. 2), is able to open a connection to a DB server residing on the WWW server’s machine. A “trusted applet”, an applet which is cryptographically signed by a certified institution and accepted by the user, may connect to a DB server located anywhere. Several different approaches exist to access a DB from an applet [15]:

- The first one requires the use of the JDBC (Java DataBase Connectivity, [5]), an SQL-based call level interface (CLI) defined in the Java language. Some JDBC drivers enable the applet to directly connect to the DB server ([3]a and [2]a), others use a special Communication Server located between the applet and the DB server (1 to 4), e.g., IBM’s DB2 JDBC driver.
- Another technique is based on proprietary CLIs, e.g., MsqJava [4] for mSQL or J/OCI [21] for Oracle.
- Using an applet as a CORBA (Common Object Request Broker Architecture) client, embodies a conceivable third approach of getting data from a DB server. In this case, the Communication Server in Fig. 2 will be an ORB (Object Request Broker).

Beside some drawbacks like longer loading times of applets in comparison to normal HTML pages or the loss of HTML as an easy-to-maintain user interface, Java offers a number of advantages for accessing DBs:

- Because of the direct DB connection, it is possible to have “long” transactions, i.e., consisting of more than one query.
- The user is no longer in-doubt about the fate of DB queries due to the direct DB connection and the now possible 2PC (Two-Phase Commit).
- It is possible to support application logic at the client side, i.e., the WWW server will be relieved from certain processing tasks. For example, lists or tables may be redisplayed or reordered without contacting the server again.

Hence, Java is adequate for implementing WWW-based complex and data-intensive applications, i.e., applications incorporating workflow control, traversing a DB, or performing complex data manipulation.

### 3.3 Remark and outlook

Due to the weaknesses of “traditional” programming languages concerning the provision of DB access in a heterogeneous environment, WWW-based techniques are the right choice in RITA for specific DB applications relying on query shipping. Because of the different application characteristics in RITA, CGI-based as well as Java-based solutions must be employed.

For simple and low-frequent applications, e.g., for performing test data input or browsing in a requirement catalog, HTML and CGI programs are adequate. By supplying manuals and law suites as HTML documents, “ubiquitous” browsers provide a homogenous user interface to the whole IS for the dissemination and retrieval of such kinds of information. If workflow control or application logic, e.g., for complex data manipulation, are needed at the client side, Java programs can be integrated in HTML pages, and the same user interface, the WWW browser, can be used for data input and presentation.

#### 4. Supporting Dynamically Adaptable Applications

As we have seen, both approaches accessing DBs from the WWW support a uniform user interface in a heterogeneous environment. In this section, we discuss how to provide the means for dynamic adaptation to changes in our IS through the joint facilities of WWW techniques and ORDBMSs.

##### 4.1 Using WWW techniques

In Section 2, we have outlined the requirements for RITA, including the run-time support for new data types such as new test suites. To provide adequate tools for the dynamic creation of new data types as well as the input and display of instances of these new data types, we will exploit the WWW-based techniques presented in last section.

#### Creating new types

The specification of new data types by means of WWW is a non-trivial task, since the number and the types of new attributes required are usually unknown in advance. As a consequence, using only a single static HTML form is not sufficient. For this problem, we have considered two possible solutions. The first one is to create new types in an attribute-by-attribute manner using chained HTML forms. The second one employs a Java program for this purpose.

Using chained HTML forms requires either to alter the new type step by step or to pass all user input from one form to the next and then to create the new type with a single operation. Since the step-by-step connection of the WWW server and the DB server may result in dubious situations, the first alternative is unsuitable for our demands. On the other hand, the second way only needs a WWW server connection for each step, but the new attributes specified in previous steps must be integrated into the current page, i.e., a CGI tool must convert the attribute descriptions to HTML’s “hidden value tag”, integrating the data invisibly into HTML pages.

Employing a Java program offers opportunities such as graphically aided user interaction, and, apart from only a single DB access at the end of the creation process to insert the data, a server-independent construction of types, as well
as a dynamically changeable GUI. Hence, creating a new type can be done by selecting a base type, specifying the attribute’s name and clicking an “Add” button. If all attributes are specified, only “Create” must be pressed to build a new type.

For example, to create a new type for the “static backrest inclination test”, we have to select “float” as base type for the different angles of inclination and the load, “image” for the pictures, and “text” for the special observations. After having specified each attribute needed, a data type for the new test suite can be created.

**Data input and display**

Data input and display for instances of dynamically created types can be realized using HTML forms and pages. With a fixed number of attributes, a template for HTML forms consisting of input fields for each attribute can be generated during the type creation process. In addition to this, an HTML page, extended with SQL statements, is needed to insert the data using a CGI tool. To provide data display, another generated and SQL-enriched HTML page for the CGI tool must be produced during the type creation.

This page contains a selection statement and a data output section for each attribute, based on a template for each base type.

In the case of our new test suite, the data input form consists of text input fields for the angles and the load, a text area for the observations, and an input field for the path to the picture. The data display page may be composed of small units consisting of a label for and the value of an attribute for text-based types, as well as pictures embedded into the HTML page.

### 4.2 Using ORDBMSs

So far, we have discussed that the WWW offers a promising means for a platform-neutral and user-friendly style of DB access in heterogeneous environments, where information is distributed both throughout an enterprise (the Intranet) and all around the world (the Internet). Moreover, there is an ever-broadening spectrum of information resources, and users want a system that handles all the data types involved in the operational processes of the enterprise. As an example, the RITA system should provide more than textual descriptions of test progress and test patterns: there are photos and videos recording the course and the status change of the vehicle seats, graphics designed for seat constructions and spatial locations, as well as composite multimedia documents reporting the final test results. The Web supplies on one hand an arena to present such mixed-media information, on the other hand, it requires effective DB support to manage this information. An increasing demand for new types of information and corresponding ways to manage them is posed on DBMSs.

**Why choosing an ORDBMS?**

Traditional relational DBMSs (RDBMSs) do not support advanced data types natively. Since they consider only character strings and numbers, data types that cannot neatly fit into tables, such as image, audio, full text, and HTML, are not understood by RDBMSs. Specific data types as well as the operations on them cannot be dynamically customized to individual application domains. As a result, although the proposed idea concerning the WWW technique can give our IS some degree of flexibility in the heterogeneous environment, the full expectation, however, cannot be met by only using RDBMSs to support the underlying data storage and management.

In contrast to RDBMSs, object-oriented DBMSs [16] exhibit much stronger modeling power which stems from a rich type system. However, supporting application-specific, advanced data types is not the sole requirement which is essential in our setting. Most of the conventional DB features (e. g., integrity constraints, fine-granule concurrency control, content-based query and query optimization, as well as robustness issues such as recovery and backup) are still critical.

To allow users to model and manipulate unconventional data effectively and to use object-oriented technologies for application development without losing the benefits of SQL and all the commercial-strength DBMS features, recently almost all of the top DB vendors have redirected the strategies to object-relational and are extending their DB server architectures accordingly. Challenges posed by adaptable ISs are expected to be met by the emerging object-relational technique [3,13,14,19] for several reasons:

- Support of a rich and extensible set of data types for technical information management, such as full-text, multimedia, temporal, and spatial data.
- The ability to enable dynamic WWW connections: The ability to define HTML as a new data type allows the DB server to natively understand, search on, and dynamically generate HTML pages from the underlying DBs directly.
- Support for user-friendly interaction and consistency control: Today, active rules have become one of the main properties of the object-relational technique. In the presence of more freedom in user interaction with the system, more attention should be paid on the consistency and integrity of stored data.
- A flexible and extensible architecture which is easily tailored according to domain-specific demands: Generally, the architecture contains two kinds of components: a core engine, which provides, among others, the ability to create new data types, new functions, and new access methods; and a series of pre-built or user-developed modules (such as DataBlades, Extenders, or Snap-Ins), which are collections of data structures with functions that manipulate them, and optionally new access methods. As a result, it is unnecessary to worry about, e.g., new data formats that emerge dynamically and continually in an enterprise and thus need to be included and maintained.

**HTML pages as data type**

In Illustra [12], e. g., HTML pages are of the data type defined by the Web DataBlade, whose kernel is the WebExplode function executing inside the Illustra DB server.
This function is called through a client DB application interface — Webdriver. It selects an Application Page (an HTML page containing embedded SQL statements) stored in the DB. WebExplode parses the extracted pages, executes the embedded SQL queries, and formats the resulting HTML page, which is then transferred back to the client browser program by Webdriver through the Web server.

Due to the length limit, we can only present a simplified example. Fig. 3 illustrates an Application Page with the corresponding output of the Browser shown in Fig. 4.

In this way, many problems inherent in previous generations of Web connections are solved, including difficulties with the management of complex data types and the need to write proprietary CGI access and management code. Moreover, since the Application Pages are kept in the DB, they can be easily retrieved or manipulated using the powerful functions provided by the Web DataBlade module.

4.3 Comments

Our primary goal is to implement an adaptable IS that is flexible enough to keep up with the rapid and unpredictable changing of requirements on how data are used and managed. Therefore, a DBMS that can natively support new application-specific data types and functions on-the-fly. Primary requirements in technical domains include, among others, efficient support for large and complex objects. In such a context, managing changes needs extensive study of semantic-rich data relationships and genuine set-valued attributes, efficient support of schema evolution and object migration, as well as management of versions and configurations. Our work in this direction can be reflected by an ongoing project ORIENT [22] aiming at integrating relationship semantics into an ORDBMS and another project being planned to enhance ORDBMSs with mature version concepts. All these efforts rely on the extensibility inherent in ORDBMSs.

5. External WWW Usage in Technical Information Systems

Thus far, we have primarily discussed the “internal usage” of HTML and HTTP providing a platform-independent means for information representation and transfer in heterogeneous environments. However, we did not yet check the original ideas and objectives of the Web itself and how they could be exploited to improve the “external information exchange” of technical information systems.

5.1 Personalize the Web

The WWW or Internet already connects vast information resources dispersed around the world and is increasingly perceived as a single, global data repository offering all users simple means of authoring as well as uniform, simple, and (sometimes) fast access. Millions of persons, organizations, and institutions have built the Web which currently incorporates hundreds of millions of pages of various kinds of information. We strongly believe that the potential of the Web has to be tapped to broaden the spectrum of services in technical ISs. Moreover, this provision of services has to be tailored to the specific tasks and professional activities.

All pages of information just referenced by their URLs are equally proximate to a user. Hyperlinks can group “some” of the related information to enable a kind of clustering and to reduce the user’s decision space. Web browsers as cross-platform, multimedia information displays and command generators are ubiquitous. Together with these browsers they simplify somewhat search and access of information pages, however, their accessibility is completely impersonal. Users often complain that the information accessed in the Web is badly organized, irrelevant, outdated, or even wrong. On the other hand, they quickly loose track and get lost if they follow chains of hyperlinks to
HTTP consists of a number of cooperating agents which can carry between a client and a Web server. The proxy server called OreO that can be used to modify the HTTP stream proposed in the literature. [2] proposes a proxy server shell approaches for establishing such a mediator are recently authorization of the user before further actions are taken. to the related proxy, it can check for cached pages or the intranet security. Since each request of a browser is directed the other hand, it can incorporate a one-way firewall for connection speeds, helplessness or inability to locate information already found, insufficient means to manage and organize retrieved information [17] require more appropriate user support for accessing the Web. We believe that the provision of Web services has to be shifted from manual management to automatic approaches thereby tailoring the Web for individual users - at least in professional environments.

5.2 Proxy topologies

For this purpose, the simple Web model resulting in a very tight linkage of Web browser and Web server has to be adjusted to allow for suitable user assistance. Although the fundamental communication mechanism of the Web - HTTP whose simple and direct request-response protocol between browser and URL server is stateless - cannot be changed, the Web model could essentially be improved concerning our needs by introducing programmable intermediaries between browsers and servers. A first decoupling is achieved by the use of a so-called proxy which serves as a mediator for the user’s Web transactions as illustrated in Fig. 5.

In this scenario, a client issues an initial request to the proxy which performs the Web transaction on behalf of the client. Note, the proxy’s response is passed back to the client. Usually, the original response is not modified, but, in principle, a proxy can produce arbitrary responses. Nowadays, a proxy is typically used to provide page caching for individual users or groups of users in an organization; on the other hand, it can incorporate a one-way firewall for intranet security. Since each request of a browser is directed to the related proxy, it can check for cached pages or the authorization of the user before further actions are taken.

This rudimentary form of control and service optimization could be greatly expanded by evolving the idea of a mediator between browser and server. Some architectural approaches for establishing such a mediator are recently proposed in the literature. [2] proposes a proxy server shell called OreO that can be used to modify the HTTP stream between a client and a Web server. The proxy server consists of a number of cooperating agents which can carry out various tasks as kind of an assistant of the user. The group of agents and their connectivity has to be configured at system start-up which makes this approach somewhat static, whereas the WBI approach (Web Browser Intelligence, [1]) can dynamically connect agents for specific tasks based on data contained in HTTP requests and responses. In our proposal, we adhere to this mediator architecture where the provision of useful Web-related services is performed by a number of cooperating agents acting between a user’s Web browser and the Web.

To sketch the full potential of the mediator idea, we would like to point out the entire range of proxy topologies. As shown in Fig. 6 we can distinguish between client, workgroup, and server proxies.

The client proxy is responsible for all Web transactions of a single user, whereas a server proxy observes/handles all requests to a server. Finally, the workgroup proxy controls all server accesses of one workgroup which may be a suitable place for building a firewall. Note, not all of these proxy types may be mounted in a particular IS, but, in principle, each of these proxies can be implemented by a collaborating set of agents, as outlined above.

5.3 WBI architecture

In our special environment, we include a number of agents simplifying and tailoring the Web access to the individual needs where these agents perform on behalf and as assistants of the Web user. To replace the normal proxies by such agent-based assistance systems, we have adopted the key ideas of the WBI approach [10]. WBI consists of four types of agents:

- Monitor agents track and record user actions to provide information for other agents. For this purpose, they observe the request/response stream and perform, without altering it, actions based on the stream, e.g., monitoring page contents or deriving usage patterns.
- Editor agents intercept the communication stream, modify requests or responses, and forward their own requests/responses. Hence, they can connect to either the request part or to the response part of the stream. Examples for such modifications include inserting additional related links or information, highlighting text, modifying URLs, or adding annotations to a response page for a browser.
- Generator agents receive requests and convert them into responses by using any other resource, e.g., a local storage system, a standard form, or the Web. For example, a default service is to pass a URL request to the appropriate Web server, to retrieve the response, and to pass it back to the browser. Likewise, a cached page is located in a local store and immediately delivered back.
- Autonomous agents react to trigger conditions (e.g., events or time intervals) independent of the usual request/response stream. Such an agent terminates after having performed its task which

![Fig. 5: Simple Web model extended by an intermediary](image)

![Fig. 6: Extended Web model illustrating the proxy topologies](image)
could be some housekeeping actions (e.g., to detect obsolete links and find their new URLs) or some “active exploration” of the Web to find new or refreshed information.

These agents are dynamically created and linked together by a system kernel. To keep persistent data, they are using an ORDBMS to store information of HTML as well as other advanced types. Typically, a combination of agents of different type is constructed to assist given requests/responses. To enable their proper activation, each agent is registered in the kernel component with its trigger rules for activation. Such triggers can refer to times or intervals as well as to specific situations when particular servers are accessed or specific document types are received (e.g., only .com URLs or HTML documents, respectively). Based on such trigger rules and collaborating agents, our model of Web usage could be enhanced in the following way.

5.4 Automated index of viewed pages

Retrieval of previously-viewed pages is often frustrating, since it is hard to remember and to relocate such pages. The current use of bookmarks only allows some imperfect support, because these handles are unorganized, static, and difficult to maintain. Many situations such as obsolete links or source document updates are not properly treated. WBI agents, however, could greatly improve this situation by automating a local index capturing the personal history of accessing pages. For example, to provide easy-to-use and up-to-date information a monitor extracts text from pages accessed and records it in a DB. An editor adds an appropriate query form to the browser interface to allow for keyword search. Hence, a generator can then search the DB, access the Web, and produce the requested results. Note, the search of the personal history limits the search space to $10^2 \text{ - } 10^4$ pages as compared to a Web search of $10^{10} \text{ - } 10^{12}$ pages and improves dramatically relevance and precision. Furthermore, an autonomous agent could regularly check the cached pages for timeliness or adjust URLs.

5.5 Maintenance of cached library

In technical environments, frequent references occur to all sorts of catalogs (related to parts or manufacturers) and standards (ISO, ANSI, DIN). Of course, fast access to their latest WWW editions, including all corrections and changes, is highly desirable, which could be best achieved by a local cache of this “distributed digital library”. Since large volumes of data are involved, a workgroup library would be most economical.

Library retrieval and maintenance could be improved by a similar use of agents as discussed in the previous section (keyword search, detection of obsolete hyperlinks, cache refresh of updated pages). Furthermore, unknown documents which may contribute to the work of the group could be searched as some kind of automated background activity. As illustrated in a scenario in Fig. 7, pages of interest could be located by observing Web usage patterns. Monitoring (❶) the page accesses of individuals or of the group (frequency, contents) could lead to the identification of clusters of retrieved pages and to the extraction of keywords (❷). With these hints, autonomous agents could search for related documents (❸) to be added to the “cached library”. To ensure the “importance and relevance”, a user can confirm suggestions (❹) concerning these extensions. Finally, generator and editor agents could add links or annotations to responses (❺) to communicate amendments for updated or new information sources to the group members.

In a similar way, access to highly volatile and frequently changing information could be provided for the group. This concerns newsletter, information of professional organizations and activities as well as a calendar of events or a whiteboard.

Another important issue is the authoring and publication of the research results or other achievements of the group. Editors could provide a uniform presentation and inform about changes or replacement of requested reports. Since bibliographic and state information of research reports evolves over time (draft, submitted, accepted, published, when and where), an autonomous agent could make sure that all requests are always directed to the current version of the report.

5.6 Enhancement of convenience and performance

Obviously, Web assistants could take over a substantial share of the user’s routine work. For example, electronic mail management could greatly benefit from the use of agents which can tailor the mail handling, organization, and retrieval to the needs of individuals. With the given framework, a mail DB could be easily integrated giving multi-dimensional access by time, hierarchically organized subjects, contents, etc. Likewise, advanced use of monitors and generators could also speed up the user’s work as well as internal processing. For frequently used chains of hyperlinks, this access behavior could be detected and the combined use of these agents makes a shortcut available to the user. Monitoring of traffic speeds could be exploited in various ways. Internally, there are typically several transactions performed per requested Web page (HTML, graphics (GIF)). Hence, expensive, but less important transfers could be delayed or automatically switched off. Moreover, WWW access could greatly benefit from the knowledge about current traffic conditions by propagating warning signals to the user, selected use of servers, or dynamically routing...
transactions.

6. Conclusions and Outlook

The WWW and ORDBMSs are driving forces of a tremendous change on how information is organized, stored, processed, and exchanged. They enable the construction of advanced ISs with more effective data management facilities as well as more convenient communication mechanisms both between the user and the system and also between various components in heterogeneous environments. In particular, they allow for low-bandwidth, low-budget solutions for a spectrum of DB-based services in a technical IS. The fast development times are a product of the simplicity of HTML and HTTP mechanisms and because of the fact that most heterogeneity issues are hidden even in the development process. Furthermore, the internal information services can be easily extended and enhanced by the information resources of the Web. However, its potential problems caused by information updates and unorganized growth should be fixed by automated agents controlling changes, growth, and newly created information resources while assisting the individual users or workgroups. We have taken advantage of this potential by developing an integrated IS for technical applications, with explicit focus on adaptability and flexibility concerning changes of the application requirements and the environment.

Moreover, the Web (and its mechanisms) is not a panacea for providing or mediating DB services in heterogeneous environments, but its potential for transparent and platform-independent information exchange may help a lot to alleviate our heterogeneity-induced problems in technical ISs, when applied appropriately. For example, handling of highly structured objects consisting of checkout/checkin, data transport and DB integration problems are not solvable by simple cross-platform Web techniques [8]. While DB-integrated client-side data processing remains an open problem area, we expect major improvements for the server/client connectivity, data transport across platforms, as well as DB access in heterogeneous environments and more intelligent use of the information resources of the Web.

Although these issues are beyond the limits we can explore in this paper, further investigation and practice should surely be done to make full use of the new technologies and also to achieve more satisfactory results.
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